
Understanding Docker and Containerization

Docker is an open-source platform for developing, shipping, and running applications. It allows

developers to package applications into containers—lightweight, portable units that include every-

thing an application needs to run: code, libraries, dependencies, environment settings, and more.

This process is known as containerization.

Virtualization vs. Containerization
Virtualization and containerization are two fundamental approaches to resource isolation in

computing, each with distinct characteristics and use cases.

Virtualization is the process of creating multiple virtual machines (VMs) on a single physical

machine. Each VM operates with its own operating system, which sits on top of a hypervisor, a

software layer that manages and allocates resources between VMs. This setup enables the isolation of

applications and provides the flexibility to run multiple operating systems on a single physical server.

For example, a Linux VM and a Windows VM can run concurrently on the same hardware. However,

virtualization requires significant resources because each VM includes a full operating system, leading

to higher overhead and longer startup times.

In contrast, Containerization uses a more lightweight approach, providing isolated envi-

ronments called containers that share the host system’s operating system kernel while keeping

application-specific dependencies separate. This is achieved without needing a full OS instance

for each application, as containers package only the essential libraries, binaries, and settings required

to run the application. Containers are generally faster and more efficient than VMs because they

share the underlying OS kernel and do not duplicate an operating system.

For example, if you have an application written in Python and another in Node.js, each with

specific dependencies and libraries, containerization allows these applications to be packaged into

separate containers. Each container has its own isolated runtime environment, including only the

libraries and dependencies required for that specific application. This allows the containers to be

self-sufficient, so they can run on any host system that has Docker installed, without needing to

install specific libraries, language runtimes, or dependencies on the host OS itself. For instance, if
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one application requires Python libraries and another requires Node.js, each container will include

only the necessary files for its specific application. The two containers can therefore run side-by-

side on the same host, regardless of their differing dependency requirements, without conflicts or any

effect on the host system’s environment. Containerization thus enables developers to deploy and scale

applications efficiently, simply by having Docker on the host system, without complex dependency

management across environments.

The advantages of containerization are numerous. It provides high portability across var-

ious environments (development, testing, and production) since the containers are designed to run

identically, regardless of where they are deployed. Furthermore, containers support scalability ; many

containers can be deployed on a single machine with low overhead, and additional containers can be

launched or stopped in response to demand.

In summary, while both virtualization and containerization allow applications to run in isolated

environments, containerization’s lower resource usage and faster startup times make it a popular

choice for modern software development.

Getting Started with Docker: Key Components
– Docker Image: A Docker image is a read-only template that includes everything needed

to run a containerized application. Think of it as a complete blueprint of the application,

containing all essential files, dependencies, environment variables, and configurations. When

you build a Docker image, it becomes a static, unchanging artifact that can be distributed

and run on any host with Docker installed. This image serves as the starting point to create

containers, ensuring that the environment remains consistent across various platforms, from

local machines to cloud servers. For instance, a Python web application image might contain

the Python interpreter, required libraries, application files, and any specific configurations to

ensure the application runs correctly.

Docker Container: A Docker container is a running instance of a Docker image. It is a

lightweight, executable package that includes everything the application needs to operate, but

without the overhead of a full operating system. For example, launching a container from a

Python application image will create an isolated environment in which the Python application

can run independently, ensuring that all dependencies and configurations are exactly as defined

in the image. Additionally, Docker provides networking capabilities that allow containers to

communicate with each other securely over a network. This feature is particularly useful for

multi-service applications, where different components like a database, web server, and appli-

cation server each run in separate containers. Using Docker’s networking tools, containers can

be connected to the same network to exchange data and work together while still maintaining

isolation from other unrelated containers or host processes.

– Dockerfile: A Dockerfile is a simple text file that contains a series of instructions on how

to build a Docker image. It acts as a recipe, defining the exact steps required to set up the

application’s environment. Each line in the Dockerfile is an instruction, such as specifying a

base image, copying application files, installing dependencies, and defining the command to run

the application. For instance, a Dockerfile for a Node.js application might start with a Node
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base image, copy the application code, install necessary packages, and specify the command to

start the Node.js server.

Base Image: In Docker, a base image is the foundational layer of a Docker image, providing the

essential operating system or runtime environment on which you build your containerized application.

It contains the minimum necessary components, such as libraries, binaries, or system tools, required

for the application to run.

A base image can be:

– An Operating System (e.g., ubuntu, alpine, debian) – This provides a minimal OS envi-

ronment on which you can add the specific libraries and dependencies your application needs.

– A Runtime Environment (e.g., python:3.9-slim, node:14-alpine) – These images include

both an OS and language runtime, which can be useful if your application is built in languages

like Python, Node.js, or Java.

Writing a Dockerfile
A Dockerfile provides a structured way to define everything your application needs to run.

Here’s an example Dockerfile for a simple Python application:

1 # Step 1: Specify the base image , which provides a minimal environment with

Python 3.9 pre -installed.

2 # The ’slim ’ variant is a lighter version of the full Python image , reducing

image size and increasing speed.

3 FROM python :3.9- slim

4

5 # Step 2: Set the working directory within the container to /app.

6 # This is where application files and dependencies will be stored and accessed

during container runtime.

7 WORKDIR /app

8

9 # Step 3: Copy all application files from the current directory on the host

machine to the /app directory in the container.

10 # This includes your source code and dependency files.

11 COPY . /app

12

13 # Step 4: Install required Python packages listed in requirements.txt.

14 # This uses the package manager ‘pip ‘ to install the exact versions specified ,

ensuring environment consistency.

15 RUN pip install --no -cache -dir -r requirements.txt

16

17 # Step 5: (Optional) Expose a port to allow external access to the containerized

application.

18 # Port 5000 is often used for Flask or other web applications; adjust according

to your a p p l i c a t i o n s requirements.

19 EXPOSE 5000

20
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21 # Step 6: Set environment variables (optional).

22 ENV PYTHONDONTWRITEBYTECODE =1

23 ENV PYTHONUNBUFFERED =1

24

25 # Step 7: Define the command to run the application. This is the default command

executed when the container starts.

26 # CMD specifies the main process of the container , typically an application entry

point.

27 CMD [" python", "app.py"]

Listing 4.1 – Example Dockerfile

Building the Docker Image
After creating a Dockerfile, the next step is to build an image based on it. Open your terminal

in the directory containing your Dockerfile and run:

1 docker build -t my-python -app .

In this command:

– docker build instructs Docker to build an image.

– -t my-python-app tags the image with a name (e.g., my-python-app).

– The period . specifies the current directory as the build context.

Docker reads the Dockerfile, creates an image with the specified dependencies and configura-

tions, and stores it locally. You can confirm the image has been created by running:

1 docker images

Running the Docker Container
Once the image is built, you can run it as a container. A container is essentially a live instance

of your image. Use the command:

1 docker run -p 5000:5000 my -python -app

– docker run tells Docker to start a container.

– -p 5000:5000 maps port 5000 on your machine to port 5000 in the container, making it

accessible at http://localhost:5000.

– my-python-app specifies the name of the image to run.

The application will now run in an isolated environment within the container, using the exact

dependencies specified.
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What is Docker Compose?
Docker Compose is a tool for defining and managing multi-container Docker applications. It

enables developers to define services, networks, and volumes in a single configuration file, typically

named docker-compose.yml. With this file, you can configure each container’s environment vari-

ables, ports, dependencies, and volumes, allowing you to start complex applications with a single

command.

Why Use Docker Compose?
Docker Compose is particularly useful when applications require multiple services to work

together. For example, a typical web application might require:

– A web server or application server.

– A database service.

– A caching service (e.g., Redis).

– Background workers or additional services.

Managing these individually is time-consuming and error-prone. With Docker Compose, you

can define all services in a single file, then launch them with a single command docker-compose up.

Structure of a docker-compose.yml File
Here’s a simple docker-compose.yml file for a web application with a web server and a

database:

1 version: ’3.8’ # Specifies the version of the Docker Compose file format.

2

3 services: # Defines the different services (containers) that make up the

application.

4 web: # The name of the web service.

5 build: . # Indicates that the Dockerfile is located in the current directory

for building the image.

6 ports: # Specifies the port mapping between the host and the container.

7 - "8000:8000" # Maps port 8000 on the host to port 8000 in the container.

8 environment: # Sets environment variables for the container.

9 - TOKEN=FAF

10 depends_on: # Specifies dependencies between services.

11 - db # Ensures that the db service starts before the web service ..

12

13 db: # The name of the database service.

14 image: postgres :13 # Uses the official PostgreSQL image version 13 from

Docker Hub.

15 environment: # Sets environment variables for the database container.

16 POSTGRES_USER: exampleuser # Specifies the PostgreSQL username.

17 POSTGRES_PASSWORD: examplepass # Specifies the PostgreSQL password.

18 POSTGRES_DB: exampledb # Specifies the name of the database to be created.

19 volumes: # Defines mount points for persistent data storage.
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20 - pgdata :/var/lib/postgresql/data # Mounts the pgdata volume to store

database files.

21

22 volumes: # Defines named volumes for persistent data.

23 pgdata: # Creates a named volume called pgdata for the database.

Listing 9.1 – Docker Compose File Example

In Docker, volumes are used to persist data generated by and used by Docker containers.

Unlike container filesystems, which are ephemeral (i.e., they are deleted when a container is removed),

volumes provide a way to store data persistently and share it between containers.

– pgdata:/var/lib/postgresql/data: This line indicates that the pgdata volume will be

mounted to the /var/lib/postgresql/data directory inside the PostgreSQL container. By

mounting a volume here, any database files created or modified within the container will be

saved to the pgdata volume on the host. This ensures that even if the PostgreSQL container

is removed or recreated, the database files remain intact.

– You can check the list of all Docker volumes created on your system by running the command:

1 docker volume ls

– Linux: Volumes are typically stored under /var/lib/docker/volumes/. Each volume has its

own subdirectory named after the volume’s name. For example, if you have a volume named

pgdata, you can find its data at: ‘/var/lib/docker/volumes//data‘

– Windows: In Docker Desktop, you can use the GUI to view the volumes and their sizes, but

you cannot directly access the underlying files from the host.

Basic Commands with Docker Compose
– docker-compose up: Starts all services.

– docker-compose up -d: Runs services in detached mode.

– docker-compose down: Stops and removes all containers, networks, and volumes created by

Compose.

– docker-compose build: Builds or rebuilds images.
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